**Assignment:-#2**

Insertion Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

INSERTION SORT(A,n):

FOR i=2 to n

insert element A[i] into already sorted subarray A[1 to i-1]

by pairwise element swaps down to its right position.

Analysis of Algorithm:-

* T(n)=T(n-1)+n-1
* Worst case:- when an array is reverse sorted.

N2/4+O(N) comparisons and N2/4+O(N) swaps.

* Best case:-When an array is already sorted.

N-1 comparisons and no swaps.

Code:-

#include <iostream>

#include <vector>

#include <stdlib.h>

#include <map>

using namespace std;

int main(){

int n;

cin>>n;

int arr[n];

for(int i=0;i<n;i++){

arr[i]=rand()%10000;

}

for(int i=0;i<n;i++)

cout<<arr[i]<<" ";

for(int i=1;i<n;i++){

if(arr[i]<arr[i-1]){

int temp=arr[i];

for(int j=i-1;j>=0;j--){

if(arr[j]>temp){

arr[j+1]=arr[j];

arr[j]=temp;

temp=arr[j];

}

}

}

// for(int i=0;i<n;i++)

// cout<<arr[i]<<" ";

// cout<<endl;

}

for(int i=0;i<n;i++)

cout<<arr[i]<<" ";

return 0;

}

Input/Output:-

Input n Output T(n)

1000 2.9280

3000 23.9130

5000 68.3430

7000 126.5890

10000 260.9180

Graph:-
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Merge Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

MERGE SORT(A,n):

IF n==1

done(nothing to sort)

ELSE

recursively sort A[1 to n/2] and A[n/2+1 to n]

MERGE the two sorted subarray.

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <ctime>

using namespace std;

int comp,swap;

int combine(vector<int>a,int l,int h,int m){

int i=l,j=m+1,k=l,c[100000];

while(i<=m && j<=h){

if(a[i]<a[j]){

c[k]=a[i];

k++,i++;

}

else{

c[k]=a[j];

k++,j++;

}

}

while(i<=m){

c[k]=a[i];

k++,i++;

}

while(j<=h){

c[k]=a[j];

k++,j++;

}

for(i=l;i<k;i++){

a[i]=c[i];

}

}

void partition(vector<int> v,int low,int high){

if(low>=high)

return;

int mid=(low+high)/2;

partition(v,low,mid);

partition(v,mid+1,high);

combine(v,low,high,mid);

}

int main(){

int n;

cin>>n;

vector<int>v;

for(int i=0;i<n;i++){

v.push\_back(rand()%100000);

}

for(int i=0;i<n;i++){

cout<<v[i]<<" ";

}

cout<<endl;

int start\_s=clock();

partition(v,0,n-1);

for(int i=0;i<n;i++)

cout<<v[i]<<" ";

int stop\_s=clock();

cout << "time: " << (stop\_s-start\_s)/double(CLOCKS\_PER\_SEC)\*1000 << endl;

return 0;

}

Analysis of Algorithm:-

* T(n)= O(1) if n==1,

2T(n/2)+ Cn if n>1.

= O(n\*log(n)).

* Merging the subarray involves log(n) passes.On each pass,each subarray element is used in at most one comparison.So the number of comparisons per pass is n.Hence the number of comparison for Merge sort is O(n\*log(n)).
* Merge sort require O(n) additional storage for the subarray.
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Input/Output:-

Input n Output T(n)

500 0.70000

1000 1.72500

5000 33.50300

10000 125.19900

15000 265.45400

Bubble Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

BUBBLE SORT(A,n):

FOR i=n-1 to 1

FOR j=0 to i

IF A[j] > A[j+1]

Swap A[j] and A[j+1]

END IF

END FOR

END FOR

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <ctime>

using namespace std;

int comp,swap;

int main(){

int n;

cin>>n;

vector<int> v;

for(int i=0;i<n;i++){

v.push\_back(rand()%10000);

}

int start\_s=clock();

for(int i=n-1;i>=1;i--){

for(int j=0;j<i;j++){

if(v[j]>v[j+1]){

int temp=v[j];

v[j]=v[j+1];

v[j+1]=temp;

}

}

}

for(int i=0;i<n;i++){

cout<<v[i]<<" ";

}

int stop\_s=clock();

cout << "time: " << (stop\_s-start\_s)/double(CLOCKS\_PER\_SEC)\*1000 << endl;

return 0;

}

Analysis of Algorithm:-

* Best case :- O(n)

This time complexity can occur if the array is already sorted, and that means that no swap occurred and only 1 iteration of n elements

* Worst case:- O(n2).

The worst case is if the array is already sorted but in descending order. This means that in the first iteration it would have to look at n elements, then after that it would look n-1 elements (since the biggest integer is at the end) and so on and so forth till 1 comparison occurs.

O(n)=n+n-1+n-2 .......+1=(n\*(n+1))/2=O(n2)

Input/Output:-

Input n Output T(n)

500 2.4280

1000 10.2140

5000 256.7070

10000 1049.3700

15000 2365.3000

![](data:image/png;base64,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)

Graph:-

Heap Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

Assumptions:-

root of a tree:-first element of an array corresponds to i=1.

parent(i)=i/2 : return the index of a node’s parent.

left child(i)=2\*i :returns the index of the node’s left child.

right child(i)=2\*i+1: return the index of the node’s right child.

MAXHEAPIFY(A,i,n):

l=left child(i),r=right child(i),temp=A[i]

WHILE l<=n

IF l<n && A[r]>A[l]

l=l+1

IF temp>A[l]

BREAK

ELSE IF temp<=A[l]

A[l/2]=A[l]

l=2\*l

END IF

END WHILE

A[l/2]=temp

RETURN

BUILDMAXHEAP(A,n)

FOR i=n/2 to 1

MAXHEAPIFY(A,i,n)

END FOR

HEAPSORT(A,n)

* Build Max Heap from an unsorted array.
* Find maximum element A[1]
* Swap elements A[n] and A[1]
  + - * Now max element is at the end of the array.
* Discard node n from heap and decrement the heap size variable.
* Go to step 2 unless heap is empty.

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

using namespace std;

int comp,swap;

void maxheapify(int a[],int i,int n){

int l,temp=a[i];

l=2\*i;

while(l<=n){

if(l<n && a[l+1]>a[l])

l=l+1;

if(temp>a[l])

break;

else if(temp<=a[l]){

a[l/2]=a[l];

l=2\*l;

}

}

a[l/2]=temp;

return;

}

void heapsort(int a[], int n){

int temp;

for(int i=n;i>=2;i--){

temp=a[i];

a[i]=a[1];

a[1]=temp;

maxheapify(a,1,i-1);

}

}

void heapbuild(int a[],int n){

for(int i=n/2;i>=1;i--){

maxheapify(a,i,n);

}

}

int main()

{

int n,x;

cin>>n;

int a[100000];

for(int i=1;i<=n;i++){

a[i]=rand()%1000;

}

for(int i=1;i<=n;i++){

cout<<a[i]<<" ";

}

cout<<endl;

heapbuild(a,n);

heapsort(a,n);

for(int i=1;i<=n;i++)

cout<<a[i]<<" ";

return 0;

}

Analysis of Algorithm:-

* Max heapify takes log(n) time to modify heap as per the heap property.
* After n iterations the Heap is empty. Every iterator involves a swap and a max\_heapify operation ,hence it takes O(log(n)) time.
* Therefore ,overall it takes O(n\*log(n)) time.

In case if we have to find the kth largest element then heap sort is best way to

finding it and it takes O(k\*log(n)) time.
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Graph:-

Input/Output:-

Input n Output T(n)

500 0.15800

1000 0.34500

5000 2.24500

10000 4.19300

15000 6.58400

Counting Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array ans[n] of Sorted elements.

Assumptions:-

an array freq[MAX] for count of an element.

COUNTINGSORT(A,n):

MAX=max(A[0],A[1].....,A[n-1])

FOR i=0 to n

freq[A[i]]++

END FOR

FOR i=1 to MAX

freq[i]=freq[i]+freq[i-1]

END FOR

FOR i=0 to n

x=A[i]

ans[freq[x]]=x

END FOR

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <ctime>

using namespace std;

int comp,swap;

int main()

{

int n,x;

cin>>n;

int arr[n+1],ans[n+1],ma=0;

for(int i=0;i<n;i++){

arr[i]=rand()%10000;

ma=max(ma,arr[i]);

}

for(int i=0;i<n;i++){

cout<<arr[i]<<" ";

}

cout<<endl;

int start\_s=clock();

int freq[ma+1]={0};

for(int i=0;i<n;i++){

freq[arr[i]]++;

}

for(int i=1;i<=ma+1;i++){

freq[i]+=freq[i-1];

}

for(int i=0;i<n;i++){

int x=arr[i];

ans[freq[x]]=x;

freq[x]--;

}

for(int i=1;i<n+1;i++){

cout<<ans[i]<<" ";

}

int stop\_s=clock();

cout << "time: " << (stop\_s-start\_s)/double(CLOCKS\_PER\_SEC)\*1000 << endl;

return 0;

}

Analysis of Algorithm:-

* Time Complexity: O(n+k) where n is the number of elements in input array and k is the range of input.
* Auxiliary Space: O(n+k)
* Counting sort is efficient if the range of input data is not greater than the number of elements to be sorted
* It is not a comparison based sorting. It running time complexity is O(n) with space proportional to the range of data.
* What if the elements are in range from 1 to n2?   
  We can’t use counting sort because counting sort will take O(n2) which is worse than comparison based sorting algorithms.
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Input/Output:-

Input n Output T(n)

500 0.36200

1000 0.54000

5000 1.13600

10000 2.41000

15000 3.04300

Radix Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array ans[n] of Sorted elements.

Assumptions:-

An array freq[MAX] for count of an element.

RADIXSORT(A,n):

MAX=max(A[0],A[1].....,A[n-1])

i=1

WHILE MAX/i > 0

COUNTSORT(A,i,n)

i=i\*10

END WHILE

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <ctime>

using namespace std;

int comp,swap;

int countSort(int arr[],int mod,int n){

int freq[10]={0},ans[n];

for(int i=0;i<n;i++){

freq[(arr[i]/mod)%10]++;

}

for(int i=1;i<=9;i++){

freq[i]+=freq[i-1];

}

for(int i=n-1;i>=0;i--){

int x=(arr[i]/mod)%10;

ans[freq[x]]=arr[i];

freq[x]--;

}

for(int i=1;i<=n;i++){

arr[i-1]=ans[i];

// cout<<ans[i]<<" ";

}

//cout<<endl;

}

int main()

{

int n,x;

cin>>n;

int arr[n+1],ans[n+1],ma=0;

for(int i=0;i<n;i++){

arr[i]=rand()%10000;

ma=max(ma,arr[i]);

}

for(int i=0;i<n;i++){

cout<<arr[i]<<" ";

}

cout<<endl;

int start\_s=clock();

for(int i=1;ma/i>0;i\*=10){

countSort(arr,i,n);

// cout<<ans[i]<<" ";

}

for(int i=0;i<n;i++){

cout<<arr[i]<<" ";

}

int stop\_s=clock();

cout << "time: " << (stop\_s-start\_s)/double(CLOCKS\_PER\_SEC)\*1000 << endl;

return 0;

}

Analysis of Algorithm:-

* If every element lies in {0,1, . . . ,n},we need roughly log10n digits in the decimal system. Each call to Counting sort takes time O(n+10)=O(n) because each digit has k=10 possibilities. So the total running time is.

O(nlog10n)=O(nlgn) even worse than Counting sort.

* If we have log2n bits for every digit, the running time of Radix appears to be better than Quick Sort for a wide range of inputs.

Input/Output:-

Input n Output T(n)

500 0.13200

1000 0.27500

5000 2.35300

10000 3.27300

15000 4.31600

Graph:-
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Bucket Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

Assumptions:-

input is uniformly distributed over a range.

A large set of floating point numbers which are in range from 0.0 to 1.0.

A vector B[n] for n buckets.

BUCKETSORT(A,n):

FOR i=0 to n

insert A[i] into bucket B[ceil(n\*A[i])]

END FOR

FOR i=0 to n

SORT(B[i])

PRINT(B[i])

END FOR

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <algorithm>

using namespace std;

int main()

{

int n,l,temp,min;

cin>>n;

vector<double>v,B[20000];

for(int i=0;i<n;i++){

int d=rand();

double x;

if (d%100==0)

x=1.0/(d%99);

else

x=1.0/(d%100);

v.push\_back(x);

}

for(int i=0;i<n;i++){

cout<<v[i]<<" ";

}

cout<<endl;

int start\_s=clock();

for(int i=0;i<n;i++){

B[(int)(n\*v[i])].push\_back(v[i]);

}

for(int i=0;i<n;i++){

sort(B[i].begin(),B[i].end());

}

for(int i=0;i<n;i++){

l=B[i].size();

for(int j=0;j<l;j++)

cout<<B[i][j]<<" ";

}

int stop\_s=clock();

cout << "time: " << (stop\_s-start\_s)/double(CLOCKS\_PER\_SEC)\*1000 << endl;

return 0;

}

Analysis of Algorithm:-

* let n i be the random variable denoting the number of elements placed in bucket B[i]. Since worst case complexity of any sorting algorithm is O(n2)

then running time of bucket sort is

T(n)=O(n)+Summation(ni2)

T(n)=O(n)+n\*O((n-1)/n)=O(n)

Input/Output:-

Input n Output T(n)

50 0.058000

100 0.108000

500 0.544000

1000 1.011000

5000 1.964000

Graph:-
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Quick Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

PARTITION(A,l,r)

p=A[r]

i=l-1

FOR j=l to r-1

IF A[j]<=p

i++

SWAP(A[i],A[j])

END IF

END FOR

SWAP(A[i+1],A[r])

RETURN i+1

QUICKSORT(A,l,r):

IF l<r

mid=PARTITION(A,l,r)

QUICKSORT(A,l,mid-1)

QUICKSORT(A,mid+1,r)

END IF

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

#include <ctime>

using namespace std;

int comp,swap;

int partition(int arr[],int l,int r){

int p=arr[r],i=l-1,j=l;

//cout<<p<<endl;

for(;j<r;j++){

if(arr[j]<=p){

i++;

int temp=arr[i];

arr[i]=arr[j];

arr[j]=temp;

}

// cout<<arr[j]<<" ";

}

// cout<<endl;

int temp=arr[i+1];

arr[i+1]=arr[r];

arr[r]=temp;

return i+1;

}

void quickSort(int arr[],int l,int r){

if(l<r){

int mid=partition(arr,l,r);

// cout<<mid<<endl;

quickSort(arr,l,mid-1);

quickSort(arr,mid+1,r);

}

}

int main()

{

int n,x;

cin>>n;

int arr[n+1];

for(int i=0;i<n;i++){

arr[i]=rand()%10000;

}

for(int i=0;i<n;i++){

cout<<arr[i]<<" ";

}

cout<<endl;

int start\_s=clock();

quickSort(arr,0,n-1);

// cout<<ans[i]<<" ";

for(int i=0;i<n;i++){

cout<<arr[i]<<" ";

}

int stop\_s=clock();

cout << "time: " << (stop\_s-start\_s)/double(CLOCKS\_PER\_SEC)\*1000 << endl;

return 0;

}

Analysis of Algorithm:-

* The running time of quicksort depends on whether the partitioning is balanced or unbalanced, which in turn depends on which elements are used for partitioning.If the partitioning is balanced, the algorithm runs asymptotically as fast as merge sort. If the partitioning is unbalanced, however, it can run asymptotically as slowly as insertion sort.
* Worst case:-The worst-case behavior for quicksort occurs when the partitioning routine produces one subproblem with n-1 elements and one with 0 elements.
  + - * T(n)=T(n-1)+T(0)+O(n)=O(n2)
* Best case:- PARTITION produces two subproblems, each of

size no more than n=2, since one is of size n/2 and one of size n/2-1

* + - * T(n)=2T(n)+O(n)=O(n\*log(n))
* We can get an idea of average case by considering the case when partition puts O(n/9) elements in one set and O(9n/10) elements in other set.
  + - * T(n)=T(n/10)+T(9n/10)+O(n)=O(n\*log(n))

Input/Output:-

Input n Output T(n)

5000 1.7160

10000 3.9780

20000 8.1530

30000 11.1070

50000 18.5970

Graph:-
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Selection Sort:-

Algorithm:-

Input:- An array of n elements A[n].

output:-An array of Sorted elements.

SELECTIONSORT(A,n)

FOR i=0 to n

MIN=A[i]

l=i

FOR j=i+1 to n

IF MIN>A[j]

MIN=A[j]

l=j

END IF

END FOR

SWAP(A[i],A[l])

END FOR

Code:-

#include <iostream>

#include <stdlib.h>

#include <vector>

using namespace std;

int comp,swap;

int main()

{

int n,l,temp,min;

cin>>n;

vector<int>v;

for(int i=0;i<n;i++){

v.push\_back(rand()%100000);

}

for(int i=0;i<n;i++){

cout<<v[i]<<" ";

}

for(int i=0;i<n-1;i++){

min=v[i];

l=i;

for(int j=i+1;j<n;j++){

if(min>v[j]){

min=v[j];

l=j;

}

}

temp=v[i];

v[i]=v[l];

v[l]=temp;

}

cout<<endl;

for(int i=0;i<n;i++){

cout<<v[i]<<" ";

}

return 0;

}

Analysis of Algorithm:-

* Time Complexity: O(n2) as there are two nested loops.
* Auxiliary Space: O(1)
* The good thing about selection sort is it never makes more than O(n) swaps and can be useful when memory write is a costly operation.

Input/Output:-

Input n Output T(n)

5000 69.728

10000 277.361

20000 1087.100

30000 2414.770

50000 6686.090

Graph:-
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